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Abstract. To advance research on system call-based HIDS, we present
LID-DS 2021, a recording framework, a dataset for comparative analysis,
and a library for evaluating HIDS algorithms.

Modern datasets and comparable results are key factors for the progress of HIDS
research. Previous work was based mainly on insufficient datasets that were not
used consistently [1, 2, 4]. To make matters worse, some of them were not eval-
uated comparably to each other. All this hinders trustworthy scientific progress
in the field of anomaly-based HIDS. For this reason, we present a new version
of the Leipzig Intrusion Detection - DataSet, the LID-DS 2021 consisting of
(1) an open source framework for generating HIDS datasets, (2) a modern and
comprehensive system call dataset, the including the implementation of all 15 of
its scenarios and (3) an open source library for evaluating and comparing HIDS
algorithms on the given and other datasets. In doing so, we aim to contribute
to the anomaly-based HIDS research not only a dataset but also guide other
researchers to benefit from existing work and create comparable results in the
future.

Fig. 1: Schematic rep-
resentation of a record-
ing.

The framework provides interfaces for defining
scenarios. A scenario describes an environment con-
sisting of three roles: Attacker, Victim and User (with
benign behavior and timings sampled from real-world
webserver logs). Each of them is defined as a Docker
container and executed by the framework. Records can
then be automatically created containing the system
calls (incl. arguments, return values and other meta-
data), network data and other statistics of the victim.
A schematic representation can be seen in Figure 1.

The dataset consists of the source code and recordings of 15 scenarios corre-
sponding to real security vulnerabilities. We presented the size of each scenario
from the 2019 and 2021 versions of LID-DS in Figure 2. The new one contains
about 8.5 times as many system calls as the old one.

The library enables the uniform loading of HIDS datasets.1 In addition,
the complete process from loading, feature extraction, anomaly detection to
evaluation can be performed automatically. Using a system of so-called building

1 currently supported: LID-DS 2019 and LID-DS 2021
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blocks, existing features and algorithms can be freely combined to build complex
HIDS algorithms, as indicated in Figure 3. On top, new features and algorithms
can be added simply by implementing the existing interfaces.

For an initial evaluation, we run a variant (as described in [1]) of the
STIDE [3] algorithm as a baseline on both the LID-DS 2019 and the LID-DS
2021 and present the results in Figure 2. As the lower F-score, lower detection
rate, and higher number of false alarms show, the 2021 version is more difficult
to solve with the base algorithm than the 2019 version.

The data, source code and documentation of the LID-DS are available via
GitHub2. Example algorithms can also be found there.

Fig. 2: Number of system calls in sce-
narios of the LID-DS and average re-
sults of the baseline algorithm STIDE
over all scenarios, with n = 7 and
w = 100.
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Fig. 3: Example usage of Building Blocks
(BBs): Input (from left to right) is a
stream of system calls (read, read, close)
including their return values. Here, the
BBs are combined to create n-grams
with n = 3 of embedded system calls
and their return values, which are then
input to an autoencoder for anomaly de-
tection.
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